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ABSTRACT

Intel® Mash Maker is a mashup creation tool that was ini-
tially developed at Intel® Research and is now being devel-
oped by Intel’s Software Solutions Group.

Mash Maker allows a user to customise and improve web
pages by applying mashups that add additional content. Such
“overlay mashups” add content that is visually distinguished
from the host web page, but is integrated into the normal
page layout.

Mash Maker encourages users to take a “suck it and see”
approach to find mashups that they like. As a user browses
the web, Mash Maker suggests mashups that it believes the
user will find useful. The user can then turn a mashup on,
see if the content it added looks useful, and turn it off again
if they do not like it.

Mash Maker uses a three level structure to create mashups.
Information is extracted from web sites using wrappers that
are written collaboratively by users in a wiki-like model.
Widgets written in javascript query this information and add
new information and visualisations to the page. A user can
then arrange several widgets on a page to create a mashup
which they publish and share with other users.

INTRODUCTION

Intel® Mash Maker [14, 15] is a browser extension for Fire-
fox or Internet Explorer. Mash Maker allows users to create,
share, and find mashups that improve existing web sites by
adding additional content to existing page layouts. In this
chapter, we discuss several of the key concepts behind Mash
Maker:

Overlay Mashups: Mash Maker allows users to apply mashups
that add content to existing web sites.

Mashup Suggestions: Mash Maker tries to guess what mashups
a user will find useful, based on their past behaviour.
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Collaborative Creation of Web Wrappers: Mash Maker uses
a Wiki-model to allow users to teach it how to extract
meaning from web sites.

The Shared Data Tree: Mash Maker mashups are composed
from widgets which communicate by modifying a shared
data tree.

Untrusted Widgets: Mash Maker avoids the need for users
to trust mashups by isolating untrusted widgets from un-
trusted code

Copy and Paste: Mash Maker allows a user to combine web
sites using a simple “copy and paste” metaphor.

Inte]® Mash Maker was ori ginally created at Intel® Research
and is now being developed and maintained by the Intel Soft-
ware Solutions Group. You can download Intel® Mash Maker
from the following URL:

http://mashmaker.intel.com

OVERLAY MASHUPS

Mash Maker allows a user to customise the web sites that
they browse by applying mashups that modify the pages to
make them more useful. For example one might add a map
to a news site to show where the stories are taking place
(Figure 1), add price comparison information information to
a shopping site to see what the prices were like on other sites,
add legroom information to flights on a travel site (Figure 2),
or add a button to every phone number that calls the number
if you click it.

There has been a lot of prior work on writing modules that
modify existing web sites. OreO [7] and WBI [3, 33] use a
proxy to modify web pages without requiring support from
the web browser. Other tools such as Greasemonkey 1 Chick-
enfoot [5] and Koala/CoScripter [32] run as extensions to
the web browser that modify web pages on the client. Mash
Maker was initially implemented as a web proxy [15] and
was then reimplemented as a browser extension [14].

Unlike previous work, Mash Maker restricts mashups by re-
quiring that they only be able to add new content to an ex-
isting page, and cannot modify a page in any other way. We
refer to this restricted class of mashups as overlay mashups.
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Figure 2. Adding legroom to Expedia

By adding this restriction Mash Maker excludes some mashups
that can be created in tools such as Chickenfoot, for exam-
ple, a Chickenfoot mashup can change the text on a web site,
make text boxes resizable, add keyboard shortcuts to a web
site, or provide automatic login for web sites.

There are three reasons why Mash Maker restricts mashups
to be overlay mashups:

To make it clear what a mashup does: Unlike previous work,

Mash Maker assumes that a user will apply a mashup to
a web site without knowing in advance what it is that the
mashup does, or whether they should trust the mashup.
Mash Maker distinguishes content added by a mashup by
surrounding it with a blue border. A user can thus quickly
see which content on the page is from the original web
page, and which content has been added by a mashup. By
making it visually clear what content has been added by
the mashup, Mash Maker makes it clear to the user what
it is that the mashup has done to the web site, making it
easier for them to evaluate whether the mashup is useful.

To prevent mashups misbehaving: Since Mash Maker as-
sumes that a user will be applying an untrusted mashup
to a web site without knowing what it does, it is impor-
tant that Mash Maker restrict the extent to which mashups
can do things that are unexpected or harmful. Restricting
ourselves to overlay mashups makes this easier.

To reduce legal concerns: If a mashup can modify a page
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Figure 3. The Mash Maker Toolbar

in an arbitrary way, what happens if a mashup modifies
a page in a way that the content owner does not approve
of? One of the reasons why Mash Maker restricts itself to
overlay mashups is to reduce the likelihood that a content
owner sees a mashup as an unlawful derived work. Since
the all additional content is visually distinguished from
the page, and does not directly affect the page content, one
can argue that Mash Maker is just a browser that shows
additional content above a page, rather than a tool that
modifies someone else’s content.

More generally, if mashups are to become widespread then
it is important that they be structured in a way that is ben-
eficial or at least acceptable to content owners. Legal
concerns are also the primary reason why Mash Maker
cannot, at present, remove content from a web page. If
content could be removed then uses could upset content
owners by removing adverts.

MASHUP SUGGESTIONS

As the user browses the web, Mash Maker suggests mashups
that it believes the user might like. Suggested mashups ap-
pear as toggle-buttons on Mash Maker’s toolbar (Figures 1
and 3). A user can turn a particular mashup on and off by
clicking on the button for that mashup. Mash Maker assumes
that a user does not typically know what existing mashups
will be useful for them, but that they they will recognise use-
ful mashups when they see them applied to a page.

Mash Maker builds on a lot of prior work that recommends
content based on user browsing behaviour [44, 42, 40, 25,
18]. The key factor that distinguishes Mash Maker from
prior systems is that it recommends mashups rather than web
pages. Mash Maker bases its suggestions on the website
currently being viewed, the user’s recent browsing history,
the mashups the user seemed to like previously, and the be-
haviour of other users.

When Mash Maker suggests a mashup to the user, the only
information the user has is the name of the mashup and pos-
sibly an icon. While a user can get a more detailed descrip-



Figure 4. The gallery provides another way to find available mashups

tion of a mashup by hovering over the mashup button or
browsing the mashup gallery (Figure 4), in most cases the
user will just click on the button and see what happens. If
the mashup looks useful then the user can keep it enabled. If
it doesn’t look useful then they can turn it off again. Since
a user is not expected to know in advance what the mashups
they enable do, Mash Maker ensures that any content added
by a mashup is visually distinguished from the page so that
the user can easily see what the mashup has added.

If a user decides that they really like a mashup then they can
pin it by clicking on the pin button on the toolbar (Figure 3).
Once a mashup is pinned, it will be enabled by default when-
ever the user visits that web site.

It is possible for a user to apply multiple mashups to the
same page simultaneously. When a user has several mashups
turned on, all mashups will add their content to the page. In
some cases, one mashup can use information added by an-
other mashup. For example if a user turns on a mashup that
annotates apartment listings with nearby restaurants, and then
turns on a mashup that displays all addresses on a map, then
the restaurants will also be shown on the map. If the new
combination of mashups is itself an interesting mashup, then
the user can save the new mashup by clicking on the share
button on the toolbar (Figure 3).

Mash Maker’s suggestion system is largely orthogonal to the
rest of the system. One could conceivably use Mash Maker’s
suggestion toolbar to automatically suggest mashups created
with a tool such as Chickenfoot [5]. The advantage of com-
bining Mash Maker’s suggestion system with Mash Maker’s
restricted overlay mashups is that a user can easily see what
a mashup has done, it is easy to remove a mashup without
reloading the page if the user decides they do not like it, and
it is harder for a mashup to do something undesirable.

If the suggestion toolbar does not suggest an interesting mashup,

a user can also use Mash Maker’s more conventional web-
based mashup gallery (Figure 4) to find mashups. The gallery
allows one to search for mashups by keyword and can show
either mashups for a particular page type, or mashups for
an arbitrary page types. Clicking on a mashup in the web
gallery takes the user to an example web page with that
mashup enabled. If the user likes the mashup, then they can

pin it and navigate to the page they were actually interested
in.

There is a trade-off between privacy and suggestion accu-
racy. In order to provide useful suggestions Mash Maker
needs to download information related to the web pages that
you browse. To reduce privacy issues, the Mash Maker client
always requests information about an entire domain (e.g.
google.com) rather than an individual URL. All requests are
sent anonymously, and headers are set to allow requests to
be cached by intermediate proxies.

COLLABORATIVE CREATION OF WEB WRAPPERS

To apply a mashup to a web page, Mash Maker needs to ex-
tract machine-readable data that it can use as inputs to the
mashup. For example, if a mashup wants to add a map to
an apartment listing site showing the location of each apart-
ment, then Mash Maker needs to extract the apartment ad-
dresses from the web site. While standards such as micro-
formats 2 and RDFa [38] exist to allow a web site to expose
machine readable data directly in its HTML, at the time of
writing most web sites do not do this. Mash Maker thus ex-
tracts machine-readable information from raw HTML using
user-created wrappers.

A wrapper [30] is a set of rules that can be used to extract
machine-readable data from a web site. While some authors
have had some success extracting data from a website with-
out any human assistance [11, 10, 43, 8, 1], most systems,
including Mash Maker, require some form of user guidance
to teach the wrapper-generator what a web page means [29,
2,35, 48, 24, 4].

Mash Maker’s web wrapper system has two unusual fea-
tures. Firstly, Mash Maker organises its wrappers in a wiki-
style model in which there is a single canonical web wrap-
per for any given kind of web page, and any user can edit
any wrapper. Secondly, wrappers created by Mash Maker
include drop zones that indicate where additional content
should be inserted into the page layout.

Mash Maker’s wiki-style model differs from the more con-
ventional model in which multiple users create their own
competing wrappers for different web sites and writers of
mashups pick the wrappers that work well for them. One
advantage of the wiki model is that it removes the need for
a user to look through a list of potentially broken wrappers
in order to find the one that works best with their web page.
For example, if a user wants to create a new mashup that vi-
sualises the data on a particular web page using a calendar,
then they simply need to drag a calendar widget onto the
page, and do not need to first find the best wrapper. Choos-
ing a wrapper can be a confusing process: “I just want to
apply the calendar to this page. Why do I have to choose
something from this list?”

Another advantage of the wiki model is that it makes it eas-
ier to recover when a change to the structure of a web page
breaks a wrapper. In a study conducted by Dontcheva et al,

Zhttp://microformats.org
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Figure 5. Teaching Mash Maker what something means

74% of tested web sites underwent a significant structural
change of the kind that would be likely to break a wrap-
per within the 5 month test period. If a broken wrapper
was owned by a particular person then it would be neces-
sary for users to either wait for the wrapper owner to fix
their wrapper, or to move all affected mashups to a new
wrapper, adding the old wrapper to the list of dead wrap-
pers that mashup authors need to avoid. With the wiki ap-
proach, the first user to notice that the wrapper has broken
can open Mash Maker’s wrapper editor and fix the problem.
While techniques exist to repair a broken wrapper automati-
cally [37, 34, 9] these techniques are not yet bulletproof.

The big disadvantage of the wiki model is that it opens Mash
Maker up to potential vandalism [12]. If anyone can edit
a wrapper, then anyone can break a wrapper. A common
problem during the early days of Mash Maker deployment
was that a novice user would decide to experiment with the
wrapper editing tools and break something high profile such
as google search without realising that their changes were af-
fecting all users. Mash Maker’s solutions to this problem are
the same as those taken by text wikis such as Wikipedia [39]
- a history is recorded so that bad edits can be rolled back,
and sensitive wrappers can be locked. In the future, one
could potentially also use wrapper verification [28] to pre-
vent users saving wrappers that had obviously been broken.

Mash Maker’s wiki-model for web wrappers is largely or-
thogonal to it’s other features. Mash Maker could have used
the more conventional “roll your own” model, in which case
a user would be required to chose a suitable wrapper when
creating a mashup. Similarly, Mash Maker’s wrapper database
can be useful for other other tools; indeed Yahoo Search
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Figure 6. The Wrapper Editor

Monkey? uses Mash Maker’s wrapper database to help it ex-
tract data from web pages [20]. Mash Maker’s wiki-model is
also largely independent of Mash Maker’s particular choice
of wrapper editor. One could potentially adapt other wrapper
editors to support Mash Maker’s wiki model by adding sup-
port for revision tracking and other collaborative features.

A user can edit a wrapper by opening Mash Maker’s wrapper
editor. This is part of Mash Maker’s expert panel, which
can be opened by clicking on the expert button on the Mash
Maker toolbar (Figure 3). The wrapper editor is distributed
as part of the main Mash Maker plugin and is available to all
users.

Mash Maker’s wrapper editor works in a similar way to other
user-guided wrapper editors such as Pictor [48], Lixto [4],
WIEN [29], STALKER [35], Dapper 4. and Irmak/Suel [24].
A user gives examples of things on the page that they think
are interesting and Mash Maker attempts to infer a wrapper
from these examples. For example, if a user wants to teach
Mash Maker how to extract a product price, they click on the
price, and then tell Mash Maker that this is a price (Figure 5).
Given enough examples, Mash Maker will try to infer rules
that it can use to recognise other prices. A web page will
often contain several objects each of which have their own
properties. E.g. a page may contain a list of products, each
of which has a price. In this case, a user can tell Mash Maker
that the price they clicked on is part of a product, and then
use a set of “bigger/smaller/up/down” buttons to show Mash
Maker the physical boundaries of the product that the price
is part of (Figure 5).

Mash Maker uses a similar example-driven approach to de-
cide which wrapper to apply to a page. When a user navi-
gates to a page, they can explicitly select the existing wrap-
per that should apply to this page. Mash Maker uses these
examples to infer a URL regular expression for each wrap-
per that covers these pages. While more sophisticated tech-
niques exist for inferring what wrapper should be applied to

3http://developer.yahoo.com/searchmonkey/
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a web page [49] and a URL regexp is not always a good
way of identifying web pages, URL regexps have the ad-
vantage of being easy to understand and debug when things
go wrong. Mash Maker saves the list of example URLs as
part of each wrapper and encourages the to check that their
wrapper works on the example URLSs before saving it.

It addition to specifying where information can be found on
a page, Mash Maker wrappers also specify the drop zones
on a web page where extra content should be added. A drop
zone is a place on a web page where it is good to insert addi-
tional content without disturbing the layout of the web page.
Since the best drop zones on a web page are largely indepen-
dent of the particular content being inserted, it makes sense
that drop zones be factored into the wrapper, rather than re-
quiring each mashup to specify its own layout from scratch.
A mashup is free to ignore the drop zones in the wrapper
and place content in other locations if the author thinks that
is appropriate.

Mash Maker uses wrappers to extract data from a web page
even if a web site provides programmatic APIs that can be
used to query its data. This is for several reasons. Firstly,
if an API was used, then it would still be necessary to use
a wrapper to determine where the data was on the page (as
done by d.Mix [21]). Secondly, since the web page is already
loaded, it is more efficient to get the information from the
HTML rather than accessing an external API. A mashup may
however use APIs to bring in additional information from
other sources that should be added to the current page.

It is useful if the wrappers for different pages agree on a

common vocabulary to describe their data. For example, if

one wrapper says “price” while another says “cost” then it

becomes harder to write widgets that can work across mul-

tiple web sites. Mash Maker addresses this problem by en-

couraging wrapper authors to choose type and property names
that conform to a common ontology. This ontology is ed-

itable by all users using a collaborative ontology editor. Mash
Maker’s collaborative ontology editor is significantly more

primitive than systems like Protege [46] or Freebase [6].

It allows users to specify type names, associated property

names, and simple subtype relationships, but lacks higher

level features. Unlike the ontology editor of FreeBase [6]

Mash Maker anyone to edit the properties that can be asso-

ciated with a type, not just its owner. The motivation here is

to encourage people to reuse existing types rather than cre-

ating new ones.

Mash Maker does not currently use any kind of Data Detec-
tor (e.g. Miro [17]) to detect objects on a page. Mash Maker
does however take advantage of microformats when they are
available.

THE SHARED DATA TREE

Mash Maker uses a three-level architecture for creating mashups

(Figure 7). Wrappers extract data from web pages, wid-
gets visualise and manipulate the data extracted from the
web page, and mashups connect multiple widgets together
and arrange their content into drop zones in the page lay-
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Enhance a particular kind of page by inserting
one or more widgets.

Widgets
Visualize and manipulate data extracted from
a page. Import data from other sources.

B

Extractors
Extract data from web sites for use by widgets.

Figure 7. Wrappers, Widgets, and Mashups
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out. These three layers are largely independent: A wrapper
may be used by many widgets, a widget may accept data
from many wrappers, a mashup may use many widgets, and
a widget may be used by many mashups.

Several other mashup tools allow one to create a mashup by
composing one or more components. Good examples in-
clude Yahoo! Pipes 3, Microsoft Popfly ¢, and Marmite [47]
all. Pipes and Popfly adopt a visual dataflow programming
model [23, 27, 36] in which wires are drawn between wid-
gets to allow data to flow between them, and Marmite be-
haves like Apple’s Automator by allowing one to create a
mashup as a sequence of stages, each of which acts on the
output of the previous stage. Mash Maker instead uses a
Tuple Space [19] inspired publish/subscribe model [16] in
which widgets communicate by reading and writing a shared
data tree.

Mash Maker maintains a data tree for every web page cur-
rently open in the browser, showing a structured view of the
data on the web page. Initially the data tree contains the
information extracted from the page by the wrapper. Any
widgets on the page can query the data on the page, add ad-
ditional information to the data tree, and modify or remove
information. An expert user can view the data tree for the
current page using its tab in the expert side panel (Figure 8).

The data tree is the only means by which widgets can com-
municate with each other. The Mash Maker API allows
a widget to ask to be notified when the result of a query

Shttp://pipes.yahoo.com
®http://popfly.com
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changes due to actions by another widget. For example, the
map widget asks to be notified when the set of objects with
addresses changes. This allows the map widget to dynami-
cally update its map when other widgets add or remove ob-
jects with addresses.

The mental model is that adding a widget to a page creates
an improved page, which can itself be enhanced further by
adding more widgets. A widget is not expected to distingish
between information that was originally on the page and in-
formation that has been added to the page by other widgets.
For example a price comparison widget does not care if the
dollar-price of an item was calculated by a separate currency
conversion widget.

Mash Maker could have used the same visual dataflow ap-
proach that is used by Yahoo! Pipes and Microsoft Popfly.
Under this model, the wrapper would be treated as being just
another box in the network whose extracted data could be fed
to other boxes. Work started on Mash Maker before Pipes or
Popfly were publically known, so no deliberate decision was
taken to use a different model. There are however advan-
tages of the “shared tree” model for the domain in which
Mash Maker works:

One motivation for the “shared tree” model is that it allows
a user to create a mashup by adding the features that they
think that they want, without having to think about how they
should fit into a logical structure. The widgets find each
other by looking for information that they want that other
widgets are providing. This works well for simple cases
(e.g. find home country and visualise on a map), but for
more complex mashups one may have to use a widget’s set-
tings panel to tell it which other widget it should be talking
to.

Another motivation for the “shared tree” model is that it
makes it easier for the physical location of a widget on the
page to correspond to where it’s primary visualisation will
be inserted. If a visual dataflow model is used then some
layouts of boxes will make the wires hard to read. Since
Mash Maker’s boxes are not connected by wires, this prob-
lem does not arise.

In addition to manipulating the data tree, a widget can also
publish content that can be inserted into the layout of the
page. Content can currently be either text, a clickable action
icon, or an iframe that can contain arbitrary web content.
Figure 1 shows a map visualisation running in an iframe that
has been published by the Map widget. Figure 2 shows text
annotations that have been associated with objects on a page.

Every piece of content published by a widget is associated
with a particular node on the data tree. When the content
is inserted into the page layout, it will be placed relative to
the node that it is associated with. For example, the map
in Figure 1 is associated with the whole page (the root of
the tree) while each text annotation in Figure 2 is associated
with a particular flight, and inserted into the layout for that
flight.

A widget has no control of how its content will be integrated
into the layout of the page, since the only view it has of
the page is the data tree. It is entirely up to the user creat-
ing the mashup to insert content into the page layout appro-
priately. They can do this by either dropping content into
drop-zones described by the wrapper, or placing content at
a physical location relative to the node that it is associated
with. This separation allows widgets to focus on the high
level data processing task they are concerned with, without
having to worry about how they might integrate into any par-



ticular layout.

Each widget can have a settings panel that a user can use
to configure their behaviour. For some settings the default
choice will usually be correct (e.g. a map widget should
map everything on the page with an address), but for other
settings a user is likely to want to set things manually in
order to get good results (e.g. which property of an object
should be used to decide its icon on the map).

Once a user has created a mashup that they think is use-
ful, they can publish it by clicking on the “share” button.
A user will then be prompted to enter a short description of
their mashup, and will be shown the preview screenshot that
Mash Maker will save with the mashup (Figure 9). Once a
mashup has been published, Mash Maker can suggest it to
other users.

Figure 9 shows the process of creating a mashup that adds a
map to the Facebook friends list. The map shows the loca-
tion of each of the user’s friends based on the “home town”
information they provided in their profile. In this example
the user opens the expert sidebar, double clicks on two wid-
gets to add them to the page, adjusts their settings appropri-
ately, and then drops the map into an appropriate drop zone
on the page. Once the user has created a mashup that they
like, they can click the “share” button to make it available to
other users looking at similar pages.

UNTRUSTED WIDGETS

Mash Maker has to be particularly careful about security
since Mashups have access to private data and users are en-
couraged to run untrusted mashups without investigating them
beforehand.

Since Mash Maker runs inside the browser, it has access
to all the information that the browser shows to the user.
This includes web pages that require logins, web pages on
intranets, and content that is generated dynamically inside
the browser. The advantage of this approach is that it allows
Mash Maker to mashup useful content that would not be eas-
ily accessible to a mashup that ran on a separate server (e.g.
Pipes or Popfly). The disadvantage is that some of this infor-
mation may be private information that should not be leaked
to third parties.

If one is not careful then one can easily open doors for hack-
ers to steal confidential data. For example a mashup could
scan email messages for passwords and use an external API
to send them to a site run by an attacker. In the absence of
security controls, any data that is visible on a web site could
be scraped by a wrapper and sent to a malicious web site by
a widget.

Other browser-extension mashup tools like Greasemonkey
and Chickenfoot [5] suffer from this problem to a lesser ex-
tent. Unlike Mash Maker, Greasemonkey and chickenfoot
do not suggest mashups to users automatically. Instead, their
model is more similar to installing desktop software; a user
browses a list of recommended mashups hosted on a trusted

web site, picks one that seems useful and trustworthy, and in-
stalls it. By contrast, Mash Maker encourages users to turn
on unvetted mashups written by unknown third parties with
little information available about them other than their name.

Mash Maker addresses this problem by distinguishing be-
tween trusted and untrusted widgets. A trusted widget is
once that has been checked by the Mash Maker administra-
tors to make sure it cannot leak data to an untrusted server.
The choice of which widgets are trusted is subjective. The
Google Maps widget is considered to be trusted, even though
it sends addresses to Google. If the addresses were highly
confidential and Google was considered to be untrusted then
one might not want this widget to be applied to a page.

If a widget is not trusted then it is not permitted to see any
data that is fetched with cookies or HTTP authentication en-
abled. This restriction also prevents an untrusted widget be-
ing applied to information that another widget fetched with
cookies. For example, if a calendar widget inserted infor-
mation from your personal calendar then this could not be
viewed by an untrusted widget. The intention is to restrict an
untrusted widget to only be able to see content that it could
see if it was running on another machine and prevent it from
seeing content that was personalised for the current user. No
mashups can be applied to a URL served as HTTPS.

One loophole in the “no cookies” security model is that an
untrusted widget will still be able to see content that is pri-
vate to a local intranet. The correct solution would be to
consider any page fetched from a corporate intranet to be
a “secure” page that cannot be seen by untrusted widgets,
however it is difficult to determine what pages are on the
intranet rather than being on the outside web. In particu-
lar, simply checking whether a page can be fetched from a
remote server is not sufficient as some intranets provide pri-
vate information on pages that have the same URL as a non-
private page that is externally accessible. Mash Maker does
not currently have a solution for this problem and so Mash
Maker is not recommended for use on corporate intranet web

pages.

A Mash Maker widget is implemented rather like a Google
Gadget’. A widget is a piece of javascript code that runs in-
side its own iframe, embedded on the page. The browser’s
same-origin policy prevents a widget being able to directly
manipulate the page that is being mashed up. This is in con-
trast to Greasemonkey which injects mashup scripts directly
onto the page.

A Mash Maker widget needs to be able to access data that
has been scraped from a web page and needs to be able to
share data with other widgets via the shared data tree. This
would normally be disallowed by the same-origin policy, so
the Mash Maker browser extension extends the browser se-
curity model by providing additional API functions that a
Mash Maker widget can call to query the data tree or publish
additional visualisations. This approach is similar to Mashu-
pOS [22] and SMash [26].

"http://code.google.com/apis/gadgets



COPY AND PASTE

As a special case, Mash Maker allows users to create mashups
by using a copy-and-paste metaphor to combine web sites.

To create a mashup that inserts content from site A into site

B, the user browses to site A, clicks the “copy” button on

the toolbar (Figure 3), and then browses to site B and clicks

“paste”. For example, to add legroom information to a flight

listing, one can browse to a web site that gives legroom in-

formation for different airlines, click copy, and then browse

to a list of flights and click paste.

Mash Maker will try to guess how to combine the two sites
together and create an appropriate mashup. In the current
version of Mash Maker, the support for Copy and Paste is
fairly simple. Mash Maker will look at the data structures
for the two web sites and try to find a matching property
that can be used for a simple join. The resulting mashup is
implemented by adding an instance of the “paste” widget to
the page. If the copy and paste result was not as desired then
the user can tweak in using it’s settings panel. Subsequent to
the release of Mash Maker, this concept has been improved
on by Karma [45] which more intelligent techniques to guess
how web sites should be combined.

The core idea of using copy and paste to create web sites
was inspired by previous work on web clipping tools [31,
41]. While Mash Maker uses web wrappers to extract data
from a copied web site, D.Mix [21] takes a more elegant
approach by determining an API that could be used to obtain
information from the source site. While Mash Maker’s copy
and paste system combines a pair of pages, Dontcheva et
al [13] take a more general approach in which the pages that
should be joined together are found using a web search.
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